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Abstract

With the emergence of cryptocurrencies, transacting in a blockchain environment, such as
the Ethereum network, has become a common practice. As the volume of transactions
grows, new threats in the so-called smart contracts emerge continuously. Seeking to avoid
issues in the transactions, several detection tools have already been developed or are in
the process thereof. The intent of this work is to address the detection tool validation
process. To the best knowledge of the authors, so far there is no unified test database for
detection tools validation. The final result of this study will be the implementation of a
database that is as representative of the real world vulnerabilities present in the Ethereum

mainnet as possible.
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Resumo

Com o aparecimento das cripto-moedas, transagoes em ambientes de blockchain, como a rede
Ethereum, se tornaram uma pratica comum. Conforme o volume de transagoes cresce, novas
ameacas nos chamados contratos inteligentes emergem continuamente. Procurando evitar
problemas nas transagoes, uma série de ferramentas de de deteccao foram desenvolvidas
ao longo do tempo. Do conhecimento do autor, ainda nao existe uma base para validacao
de ferramentas de deteccao. O resultado final deste estudo visa implementar uma base
de dados que seja o mais representativa das vulnerabilidades presentes no mundo real na

rede Ethereum possivel.

Palavras-chave: Blockchain, Seguranca, Vulnerabilidade, Solidity, Ethereum, Contrato
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1 Introduction

Starting in 2008 with Bitcoin, digital currencies have become a reality for many
businesses and common people around the world. With the decentralized network provided
by blockchain technologies anyone is empowered to transact in this digital world with
ease. One way to do that is through smart contracts [14]. Those are simply pieces of code,
like any other software, that seek to implement more complex financial functionalities
besides simple money transfer without the need of a trusted intermediary. There are
many programming languages that can be used to implement smart contracts, but the
most common language used in this environment is Solidity, which is an object oriented

programming language created by the Ethereum Foundation for their network.

With a growing number of everyday users, the safety of the smart contracts who
power these financial transactions has been a growing concern for users, companies and the
scientific community focused in information security. As the number of daily transactions
through smart contracts, as well as the volume of funds on them increases, malicious
pieces of code or bugs introduced during their development could mean a huge loss for
the parties involved. This has already happened before as can be seen by the examples

presented in the justification section.

1.1 Objectives

The main objective of this project is to provide the means to perform the vali-
dation of any future vulnerability detection tool. The focus in terms of validation is the
implementation of a database comprised of several examples of SC vulnerabilities together
with highly accurate labels for each vulnerability present in the SCs. The examples should
be short but representative of real life usages of SCs. That should enable the database to
measure a vulnerability detection tool detection capability in a simple environment, that
is, in examples without many dependencies and complex logic that often have low quality
labels. Such other examples of databases have already been presented in the scientific

literature.

A second objective for this project it will be to propose a validation method that is
more reliable than the methods in use today. In the context of this work and the problems
presented with detection tools validation "more reliable" means a validation framework
that can assert with more certainty the capabilities of the tool, that does not depend
of the given time the validation takes place (unlike the validations who extract a smart
contract database from the Ethereum mainnet, as was explained previously) and, therefor,

is able to compare the performance of the different vulnerability detection tools.
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1.2 Justification

As previously presented, as the volume of transactions that take place in various
blockchain networks grow, notoriously Bitcoin and Ethereum networks, it is necessary
to be aware of the vulnerabilities that can be present in the smart contracts that make
this transactions possible. Focusing on the Ethereum network, numerous attacks involving
solidity code vulnerabilities have already taken place and resulted in voluminous losses in

funds for the parties involved. Some notorious examples are the following:

In 2016 a reentrancy attack in a crowdfunding SC that received the nickname
of "The DAQO" stole 3.6 million ethers, which, at the time, amounted to about US$50
million. This was one of the first large proportions attack in Ethereum and the first to
use the reentrancy technique. In 2022 hackers used a bridge (which is a way to connect
different blockchain networks together and make transfers of funds between them possible)
vulnerability to steal a sum that amounted more than US$320 million. This attack has
since received the name of Wormhole Attack. Recently, SC vulnerabilities that were not
noticed during the development of SC already deployed in the Ethereum mainnet have
been exploited as ransoms. The attackers identify a vulnerability in a complex SC powered
DApp and demand the owners a ransom ion order to disclosure the vulnerability, under the

treat of selling the vulnerability knowledge in the dark web or exploited the vulnerability.

With the examples presented and other attacks that happened in the ethereum
network over the years, the community have growing concerns with the vulnerabilities
that may be present in the smart contracts operating in the network and being developed.
Following this trend, many studies have already presented different kinds of detection tools
with the aim of finding possible vulnerabilities in a solidity code. Many of this initiatives
have supposedly achieved positive results and enabled smart contracts to be analyzed
during and after their development phase. The possibility of utilizing these tools have

improved the safety of transacting in the Ethereum network.

The development of vulnerabilities detection tools have been gaining steam since
2019. However, it have been noticed the absence of a robust and verifiable framework for
validating the detection tools that have been as much as those that are being developed.
Most of the validation of the detection tools have been based in using big unlabeled
databases extracted from the Ethereum mainnet itself based on an arbitrary start date (for
example, all the smart contracts deployed after January 1st of 2015). This database is then
scanned for vulnerabilities with the newly developed detection tool and the smart contracts
that are pointed as vulnerable are analyzed by undisclosed specialists who determine if

the supposed vulnerability pointed by the tool is, in fact, a vulnerability.

In the present situation it is extremely difficult to assert that the state of the

art vulnerability detection tools have a satisfactory detection capability. Besides that,
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without an accurate validation framework it is almost impossible to determine if the newly
developed tools are in fact contributing with the improvement of the state of the art
capabilities. This statement is also corroborated in the scientific literature, as is presented

in chapter 2.

1.3  Work Organization

This work is organized in the following chapters:

1.3.1 Introduction

The 1 chapter presents an introduction to the detailed development of the henceforth
work. It is comprised of a thorough contextualization of this work and where in the scientific
development it fits as well as a justification of why the development and the results presented
are important to the development of the current state of the art and to the scientific and

developer communities.

1.3.2 Conceptual Aspects

The 2 chapter, the theoretical aspects that underlined all the development of
this work will be presented. Those aspects include technical definitions and conventions
that are of utmost importance to understand the development that will be presented.
Besides that, this chapter presented the current state of the art regarding the current
vulnerability detection tools validation capabilities. This is achieved by the presentation
of a comprehensive review of the scientific literature that was undertaken prior and during

the development of this work.

1.3.3 Methodology

The 3 chapter presets the methods that were utilized during the development of this
work in order to obtain a logic conclusions. Besides that, the methodology also explains
how the author conducted the work in terms of the choices that presented themselves
during the development of this work in order to achieve coherent results. Lastly, the
method presented makes it possible to anyone with the basic knowledge of programming
language, blockchain and SCs to be able to reproduce the results of this work. It is
important to notice, nevertheless, that the reproduction of this work would hardly result
in an identical database as the one presented in this work. However, every database that
were to be constructed following the methodology and steps presented would ensure that
this other database has the same characteristics as the one presented in this work, as well

as permitting the developer to reach the same conclusions.
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1.3.4 Requisites Specification

The 4 chapter presents the the guidelines that oriented the development of this
work. Those guidelines include the aspects that were deemed indispensable to the developed
database in order to consider it a worthy contribution to the scientific understanding of
the are were this work is situated. That is, the criteria considered to consider this works
development success. This specifications include quantitative and qualitative parameters

for the developed database as well as the automation module.

1.3.5 Development

The 5 chapter begins by providing an overview of the technologies that were selected
for the development of this work. Those technologies are explained and their selection
is justified. Besides that, this chapter aims to provide a detailed explanation of all the
steps that were taken during the development of this work. This explanation includes a
thorough description of each of those steps as well as a justification of why it was taken.

Furthermore, all the projects decisions are explained in this chapter.

Chapter 5 also presents an overview of the characteristics of the constructed
database, such as directories, file contents, vulnerabilities examples and explanations and
output examples. In addition to that, the interaction with the database is explained and
exemplified. This ensures that the reader can make sense of what have been developed
and can readily use the database to its full potential, as well as modify it as he or she

deems relevant.

1.3.6 Final considerations

The 6 aims to summarize which goals was achieved under the development of this
work as well as formalize and specify the proposal of which the constructed database takes
part. Besides that, the main challenges encountered by the author during the development
are also presented and explained. Lastly, the scientific contributions achieved by this work
are highlighted and a list of future works that are made possible after the development of

this work is presented.
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2 Conceptual Aspects

To the development of this work a great number of technical concepts needed to

be taken into account.

One of them is the definition of review coverage, that is, how to determine that
the literature review undertook was enough to cover the most important vulnerabilities

already encountered and compiled.

To deal with that situation, it was considered that the reviews already presented in
the literature ware representative, or at least partially representative, of the current state
of the academic knowledge of the smart contract vulnerabilities. Therefor, the review was
first comprised of different reviews that ware analyzed and compiled into a single list of
know vulnerabilities. After that, other recent attacks that ware still not contemplated into

these works ware also added to the list.

The other important challenge in terms of definitions is related to vulnerability
variation, that is, the different ways to implement the same vulnerability and how to assert
that most of them ware taken into account during the development. This definition is a
real challenge in terms of every computational scientific work that requires a great number
of code variations. That is because there is no concrete definition of variation in this scope.

Therefor, the project followed the following metrics:

First, the possible implementation variations ware separated into two groups: those
who interfere directly with the modus operandi of the vulnerabilities and those who don’t.
After that, other vulnerabilities databases in other scopes ware analyses in order to assert
how many examples each of them presented. This analysis resulted in the number of 10
different implementations of each vulnerability. Lastly, every group of 10 implementations
ware separated in a way that resulted in 6 implementations ware of the first group (present
some kind of modus operandi interference) and 4 ware of the second group (do not present

any kind of modus operandi interference).

With a vulnerability corpus implementation concepts well defined, the next im-
portant aspect to define is the selection of detection tools for test. In order to do that,
the main point considered was the detection tool references among the literature and in
other development medias, such as citations of the tool in github and other developer
communities. This approach considers that, the more a tool is referenced, the more impact
it’s development had and still have in the community. This is a strong indicator that
the tool is widely utilized. Therefor, the characterization of this tools in terms of its

performance as defined in this work will be more relevant.
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With the definitions presented it is possible to search in the scientific literature for

relevant works. This step is of extreme importance and its results are presented below:

2.1 State of the Art

The Ethereum block-chain network is one of the most widely used to this date. The
safety of the smart contracts who power the transactions in this network have prompted
many groups across the world do work in developing tools to identify possible vulnerabilities
in the smart contracts codes. This concerns can be verified by the numerous review works
about smart contract vulnerabilities, noticeably in the Ethereum network, and vulnerability
detection tools that have been published since 2019 [12] [11]. At first the validation of the

first generations of detection tools was done in an ad-hoc manner.

The authors of [25], [5], [15], [21] and [20] validated their respective vulnerability
detection tools by extracting a large amount of smart contracts directly from the Ethereum
mainnet. The database was then inspected by the newly developed detection tool and the
results ware then analysed. The analysis on the results obtained for each group vary, but

can be roughly classified as one of the two alternatives listed below:

1. The extracted database was also inspected by one or more other detection tools
already presented and supposedly verified in the scientific literature. The analyses
then consisted in comparing the results obtained by this inspection with the one
obtained by the newly developed tool, much like as if the legacy tool was a benchmark.
The focus in this validation approach was to identify if the new tool could detect
those vulnerabilities pointed by the legacy tool and verify among the smart contracts
deemed vulnerable by the new tool if they represent a real vulnerability that the

legacy tool was unable to detect.

2. The extracted database, or more often the contracts deemed vulnerable by the
newly developed detection tool, was then send to specialists in block chain security
for a manual verification and a comparison of the new tool inspection with the
specialists analysis. Note that, in this approach, the results obtained by the new tool
are validated in the same "benchmark like" way as in the previous alternative. The
difference between those validation methods is what is considered the benchmark
itself.

Following this early validation approaches, a widely cited work recognized by
performing a reliable validation test compared with the other contemporary works, was [7].
In the validation process for this vulnerability detection tool the authors noted that most

of the smart contracts deployed in the Ethereum mainnet were simple contracts, probably
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implemented for test reasons. The authors argued that allowing the validation database
to contain multiple simple test smart contracts that are not specially implemented for
validation reasons could result in a biased analyses were the newly developed vulnerability
detection tool is able to detect various "naive" vulnerabilities that resulted from the test
nature of this contracts. This could result in a false assertion that the detection tool have
a high accuracy even if it fails to detect more complex vulnerabilities that really represent

a threat to real world services or are maliciously introduced into the smart contract code.

In order to avoid this kind of unreliable analyses when performing the validation of
vulnerability detection tools, the authors proposed to simple filter the obtained database
by the number of transactions. The reason for this approach is based in the fact that test
contract have arguably way less transactions then a real world service. All contracts with
to few transactions would be excluded from the test database. The result was a 1000 smart
contracts database that was arguably free from too simplistic test smart contracts and

could provide a better test environment for the newly developed detection tool.

As new vulnerability detection tools in Ethereum smart contracts were developed,
some researchers deemed necessary to do review works on these tools to compare the
accuracy and detection capabilities of each one of them. On of the most cited of these
review works was [6]. In this review the authors pointed that, in order to perform a
reliable and fair comparison among vulnerability detection tools, one must test this tools
in the same conditions, which includes a same database. The authors then proceeded in
their analyses by testing the selected tools in two groups of smart contract: a database
comprised of a large amount of unlabeled smart contract extracted directly from the

Ethereum mainnet and a small database of labeled smart contracts.

The authors noted the absence of a labeled database with vulnerable smart contracts
for vulnerability detection tools validation that they could use as the small labeled database.
Pointing that this represents a major setback for the detection tools comparison processes,
the authors compiled a group of 69 smart contracts, from several sources, that were
examples of know vulnerabilities. While not ideal, this approach was deemed acceptable
by the authors, who urged the community to address the lack of a reliable validation and

comparison labeled smart contract database.

As the survey results, the [6] work noted a sharp difference from each of the
vulnerability detection tools measured accuracy and the accuracy presented in the papers
that presents each of the studied vulnerability detection tools. Figure 1 presents the
obtained results. The best performing vulnerability detection tools, which was Mythril [4],
could detect only 27% of the labeled vulnerabilities and detected 215 vulnerabilities in
the unlabeled database. It is important to notice that a vulnerability detection tool could
be developed specifically for a group of vulnerabilities. Considering that, a low detection

accuracy in a comprehensive survey such as that its not enough to question the current
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state of the art of the SC vulnerability detection tools. However, considering the output of
all the tools, only 42% of the the labeled database were correctly labeled. This fact points

to a gap in the current vulnerability detection capabilities.

Table 5: Vulnerabilities identified per category by each tool. The number of vulnerabilities identified by a single tool is shown
in brackets.

Category HoneyBadger Maian Manticore Mythril Qsiris Oyente  Securify Slither Smartcheck Total
Access Control 0/190% 0/19 0% 4/19 21% 4/19 21% 0/19 0% 0/19 0% 0/19 0% 4/19 21% (1) 2/19 11% 5/19 26%
Arithmetic 0/220% 0/22 0% 4/22 18% 15/22 68% 11/22 50% (2) 12/22 55% (2) 0/22 0% 0/22 0% 1/225% 19/22 86%
Denial Service 0/7 0% 0/7 0% 0/7 0% 0/7 0% 0/7 0% 0/7 0% 0/7 0% 0/7 0% 0/7 0% 0/ 70%
Front Running 0/7 0% 0/7 0% 0/7 0% 217 29% 0/7 0% 0/7 0% 2/7 29% o7 0% 0/7 0% 217 29%
Reentrancy 0/8 0% 0/8 0% 2/8 25% 5/8 62% 5/8 62% 5/8 62% 5/8 62%  7/8 88% (2) 5/8 62% 7/ 8 88%
Time Manipulation 0/5 0% 0/5 0% 1/5 20% 0/50% 0/5 0% 0/5 0% 0/50% 2/540% (1) 1/520% (1) 3/ 560%
Unchecked Low Calls 0/120% 0/120%  2/1217% 5/1242%(1) 0/12 0% 0/120% 3/1225% 4/1233%(3) 4/1233%(1)  9/1275%
Other 2/367% 0/3 0% 0/3 0% 0/3 0% 0/3 0% 0/3 0% 0/30% 3/3100% (1) 0/3 0% 3/3100%
Total 2/115 2% 0/115 0% 13/11511% 31/11527% 16/115 14% 17/115 15% 10/1159% 20/115 17% 13/115 11% 48/115 42%

Table 6: Total number of detected vulnerabilities by each tool, including vulnerabilities not tagged in the dataset.

Category HoneyBadger Maian Manticore Mythril Osiris  Oyente Securify  Slither Smartcheck Total
Access Control 0 101 280 241 0 0 6l 200 3 911
Arithmetic 0 0 11 921 62l 69l 0 0 231 2571
Denial of Service 0 0 0 0 278 11 0 21 190 591
Front Running 0 0 0 211 0 0 551 0 0 761
Reentrancy 0 0 4 161 51 51 3z0 151 71 841
Time Manipulation 0 0 41 0 41 50 0 51 21 20
Unchecked Low Level Calls 0 0 4 300 0 0 211 131 141 821
Unknown Unknowns 51 2 251 321 0 0 0 281 8l 1001
Total 5 12 761 2151 9sl g0l 1141 831 761 769

Figure 1 — Results obtained in the [6] survey

As Mythril is developed by an audition company, ConsenSys, and maintained
by the community, there is no scientific paper describing its development and tests. As
an example of the disparity between the vulnerability detection tools in their tests and
the results obtained in [6], the second best performing tool can be considered, which is
Slither [7]. This vulnerability detection tool correctly detected only 17% of all the labeled

vulnerabilities.

In [8] the authors created an API that enables developers to easily reproduce the
methodology presented in [6] by providing the database used in a user-friendly platform.
The authors also upgraded the labeled database to encompass 143 labeled SCs presenting
the same 10 vulnerabilities. The presented framework also can automatically test new
vulnerability detection tools and compare them to the ones that were test in the [6] review.
To the knowledge of the author, this is the only platform of its kind presented to the

developer community to this day.

Following [6] work, the authors of [26] conducted another review in the current
state of the art vulnerability detection tools capabilities together with the proposal of a
novel SC bugs and vulnerabilities classification. The database compiled to test the selected
detection tools was made of one example of SC with each vulnerability, one without and,
in some cases, misleading scenarios were the tool could easily misinterpret a certain piece

of code. The results obtained were somehow better that the ones presented by [6], but still
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were less promising than the ones presented by most of the detection tools presentation

validation tests.
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Figure 2 — Results obtained in the [26] survey

In order to obtain a labeled database of vulnerable smart contracts, the authors
of [24] presented the following approach: first, a large amount of smart contracts were
extracted by from the Ethereum mainnet. The authors then selected a group of five
vulnerability detection tool that was deemed reliable and inspected the extracted database
with the tools. To determine if a certain smart contract should be labeled as vulnerable ad
which vulnerability should be attributed to it the authors performed a majority vote from
the five detection tools. One of the challenges noted by the authors was the incompatibility
among vulnerability detection tools which makes it difficult to execute them in parallel.
To tackle this problem the authors implemented a docker container containing all the
tools and their respective dependencies. The authors did not perform a survey of relevant

detection tools using their data set but pointed to doing it in a future work.

The authors of [27] constructed a public labeled following a similar approach.
First, they collected a wide array of safety reports by various consulting groups, most
notably ConsenSys, a widely recognized block chain company that also works with smart
contract security. Most of the collected reports were of complex DApps owned by various
individuals and institutions. The authors then have put together a large group of block
chain specialists and students of the CHINA university block chain lab to analyse both,
the reports and their respective DApp smart contracts. This work resulted in a 1600 plus
DApps database comprised of more than 23000 labeled smart contracts.
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Unlike the previously cited work, the authors of this paper noted that, as complex
decentralized applications, most of the smart contracts of a same DApp, have a high degree
of dependence among themselves. This issue posses a challenge for vulnerability detection
tools validation and comparison because every detection tool deals with dependencies in a
unique way. To overcome this difficulty the authors came up with an ingenious solution:
they created a dependency resolution tool that resolves the dependencies of a group of

smart contracts before the vulnerability detection tool get to analyse them.

The authors used the constructed DApps database together with their newly
developed dependencies resolution tool to perform a survey of some of the most cited
vulnerability detection tools in the scientific literature. During the comparison of the
chosen detection tools capabilities, the authors noted that most of them were not able to
analyse most of the smart contracts in the database. The most successful tool in just being
able to analyse a certain contract was able to inspect just above 8000 of the 23000 smart
contracts, which corresponds to less than 35% of the database. This result prompted the
authors to raise concerns about the quality of the current state of the art vulnerability
detection tools. This 2023 work corroborated the concerns pointed out by [6], that most of

the state of the art vulnerability detection capabilities may be severely overstated.

However, considering the labeling of a large SC database, the authors of [13] were
the first to cite, in the work itself, the challenges posed by manually a posteriori labeling of
a large SC database. In their work, they selected a group of 250 test SCs with vulnerabilities
for the task of validating their newly developed vulnerability detection tool from a group of
already filtered 5700 SCs. The authors explain that it took the work of 11 SC vulnerability
experts more than 440 hours of work to label all the 5700 SC. This corresponds to roughly
three months work, considering a workload of 8 hours per day, 20 days per month. Note

that, in the case presented at [13] work, each SC were labeled in just above one hour.

Unlike the two previous works, the authors in [9] proposed a vulnerability detection
tool validation framework based in a vulnerability insertion tool. The logic behind this
approach is that it is unreasonable to construct a large labeled vulnerabilities in a reliable
way. Therefor, the solution presented by this group was to collect a large group of smart
contracts and perform vulnerabilities insertions using their newly developed tool. The
inserted vulnerabilities consisted of "code snipets", which are small pieces of code that
implement a certain vulnerability in a generic way. The insertion tool would then insert this
code snipets in a location that it deemed fit. The vulnerabilities inserted would be labeled

in the process of insertion and the validation would only consider inserted vulnerabilities.
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3 Method

To construct a SC vulnerability database that possess all the characteristics de-
scribed in the 4 chapter, the methodology adopted to guide the development of this work

was as follows:

First, the current vulnerability detection tool validation, testing and comparison
were surveyed. The selected papers were mostly detection tool presentations and surveys.
In the survey, the focus was on the methodology regarding the testing of the tool(s) phase.
The most cited of the reviewed papers were selected as the source of the proposed test
framework method, which ended being the implementation of a vulnerability database
that comprised of simple, representative and accurately labeled SCs to be used together
with another much larger unlabeled database, as explained in the contributions section of

chapter 6.

In order select the vulnerabilities that would be considered for addition in the
database, a survey of the scientific literature were conducted in order to identify the most
commonly cited vulnerabilities. Those that were most frequently cited in the selected
papers were chosen. Besides that, all the chosen vulnerabilities were certified to be included
in the Smart Contract Weakness Classification Repository [19], updated to [1]. It is
important to notice that the selected nomenclature did not follow the cited sources, but it

was certified that the vulnerability represented an entry or sub-entry of this classification.

To obtain a representative database, that is, a database that represents real usages
of SCs, it was decided that all the developed SCs (except for one of each) would implement a
real functionality. To determine which were the affected applications for every vulnerability,
an Al tool was used. The results presented by the AI tool were then searched using
Google search engine in order to identify if the results were trustworthy. If the the search
resulted in many forums, technical sites, such Wired and Medium, blogs, scientific works
(particularly [14])) and other media corroborating and commenting into the application,

the AI output was considered accurate.

First, every considered vulnerability was studied and understood in order to
determine which kinds of applications would be threatened by it. Then, some applications
were randomly selected to be implemented with the vulnerability. The final developed
SC was completely functional in terms of the selected application since the applications

usability was also considered during the tests.

To keep the SCs developed different to one another in terms of how the vulnerability
presets itself, the development of the database followed an approach that guaranteed three

main implementation sources, the author, a generative Al and third party developers.
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Figure 3 — Selection of SC Applications to be Implemented

Three SCs, on average, were manually implemented; another two SCs, on average, were
implemented using a generative Al tool combined with a manual revision phase; other
databases that presented similar characteristics to the developed work were also added.
This step considered that each implementation method would results in, at least, small
differences n the way a certain functionality was developed, much like the difference

between human developer’s codes.

Under the addition of SCs from other databases, only databases that were presented
in the scientific literature were considered, except in the case of those sourced at ConsenSys.
ConsenSys is a company that performs the audit of SCs and is regarded as a reference for
smart contract vulnerability classification and detection. The inclusion criteria for SCs
from external databases were that the vulnerability were clearly labeled and explained and
that the SC were considered simple enough to be comparable to those developed. That is,
their has less then 300 lines of code. The SCs that were not added the database were also

compiled, but were not included in the database.
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4 Requisites Specifications

The developed work aimed to implement a database similar to the labeled database

presented in [6]. In order to achiever that, the developed database were specified as follows:

4.1 Database Characteristics Specifications

The proposed database will be used for validating and testing the capabilities of
vulnerability detection tools. To achieve that the developed database should follow a series
of specifications that will ensure that the results of its usage are accurate and reliable.
First, the usage workflow of the database would be as follows: First, the user should
provide the way for the database to call the selected vulnerability detection tool. Then
the selected tool should be executed in all of the SCs in the database and the outputs

consolidated in the selected directory. This workflow is also presented in figure 5.

Q

Figure 5 — Workflow

The developed database should also be able to be utilized autonomously. It is
unreasonable to offer a database with dozens of SCs without offering the user the ability
to run a certain vulnerability detection tool in all of the database automatically. The
autonomous usage of the database should also be simple and transparent. That is, its

usage should require only one simple interaction from the end user, such as the need to
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write just a command line, and the module should transparently inform the user of each

steps it is performing.

Another important aspect that need to be taken into account is the compatibility
of the database with the different detection tools. Some of them analyze only solidity
code, other analyze byte code as well. Therefor the database ware implemented in solidity
only and utilized the latest solidity version available to avoid any kind of incompatibility
during the analysis. Besides that, the presented automation technique using a simple bash
file following the vulnerability detection tool command enables a standardized execution

mechanism.

Lastly, any user should be able to add its own SCs to the database without having
to modify the automation module. That is achieved by setting the bash script to run the
detection tool in all the files inside the Base directory. That enables the user to add any
number of SCs to the database and even add new types of vulnerabilities by adding new
folders. The project will be made open source in a convenient future date and will enable

any user to contribute to the database or modify it for its personal usage.

4.2 Developed Smart Contract Specifications

The main characteristic regarding the labeled database presented in [6] is that its
SCs were simple and accurately labeled. In order to implement a database that had this
same characteristics it was decided that the SCs would have a maximum of 300 lines of
code, ideally averaging 100 lines per contract. To obtain a high accuracy in the labels
in the SCs in the database the vulnerability that the implemented SC would have was
decided a priori, that is, before the implementation started. This step, together with test
focusing in verifying the vulnerability exploitability, ensured that the vulnerability was

present, functional and correctly labeled.

Another important aspect specified for the developed of the database is that all
the SCs should be representative of the real life use cases of SCs in the Ethereum network.
That is, all of the SCs in the database should represent an usual application presented
in the Ethereum mainnet, such as fungible and unfungible tokens marketplace, ethers
wallet, lottery, loan, SC based investments and others. However, each of the vulnerabilities
selected would also include a SC that only implements the vulnerability itself. The reason
for that is to have a basic example of each of the vulnerabilities and to serve a as base for
the other SCs implementations. Besides the SC application being representative of real
life usages of SCs, the vulnerabilities should also be considered relevant to the scientific

and developer communities.
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4.3 Externally Sourced Smart Contracts Specifications

As presented in the state of the art review (in chapter 2), small and incomplete
databases of SCs labeled vulnerabilities examples have already been compilated in the
scientific literature, particularly the 69 SC database compiled in [6]. Those examples
SCs have the setback of being mostly simple examples, with many of them presenting a
SC that implements only the vulnerability, without any other kind of application. This
characterized this SCs as not representative of real life applications of SCs in the Ethereum
network. However, their addition to the developed database could potentially enrich it by
adding SCs implemented by third parties. This is positive because since every developer
has its own unique way of writing code, some variations could arouse in the vulnerability

implementation.

Besides that, some vulnerability detection tools offer a similar database of simple,
example-like SCs that implement vulnerabilities. The reasons for those SCs is to offer the
tool user a simple data set to observe the tool detection capabilities and to understand
the vulnerabilities that the detection tool aims to detect. This SCs also can represent a
positive impact in the developed database for the same reasons cited above. It is important
to notice that many of this simple data sets were poorly documented. Many of them are
labeled as containing a certain vulnerability, but does not specifies were it is located into
the code.
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5 Development

This section aims to provide a detailed explanation of the steps taken during the
development of this work. The utilized technologies will be presented together with a
justification for its usage. In addition to that, a timeline of activities will be presented.
Note that this timeline is a portion of the complete activities that will be undertaken by

the author in his master, which will be a continuation of this work.

5.1 Technologies

The development of this complex work requested a wide range of technologies.
Those tools enabled the implementation of the project, as well as the tests and evaluation

of the constructed database and other sub-systems that comprise the entire framework.

There are many different tools that enable a developer to implement and test smart
contracts for the Ethereum network. Most of this tools offer a text editor configured to
highlight the reserved words o the Solidity code. The chosen implementation environment
for the development of the smart contracts that comprise of the presented database was
the Remix IDE. This tool offers many advantages over simple Solidity text editors. Those

are (see more in the Annex A):

1. Access: The Remix IDE [18] offers the ability to develop smart contracts online in
a common web browser, such as Firefox or Chrome. The online environment offers
a default cloud workspace directory for the user with no login required. The user
can also create as many workspaces as he or she wants. But the most advantageous
characteristic of the Remix IDE is the ability to connect and modify local files using

a sub tool called Remixd.

2. Capabilities: The Remix IDE is a playground for smart contract implementations
that offer way more than just a simple text editor for the Solidity programming
language. The code is also analysed by Slither, a widely recognised vulnerability
detection tool and the results are highlighted in the smart contract code. This
capability was really useful in the implementation of the faulty smart contracts of
the database and offered an early insight in the ability of this specific detection
tool capability. Another capability of this tool that was imperative in the choice of
using it is that it offer a wide array of compiler versions and a Ethereum blockchain
test-net with a standard of 10 accounts. In the test-net the user can deploy his or
hers developed smart contracts and perform transactions in order to test it. This

built-in capability enabled the author of this work to easily test the developed smart



Chapter 5. Development 28

contracts along all the development. Besides this default test-net, it is possible to

connect the Remix IDE with various blockchain test-nets effortlessly.

3. Usability: The Remix IDE has an intuitive interface that presents all its capabilities
in an easy an orderly matter. This aspect is important because it enabled a smooth
learning curve of its usage and minimized the time necessary to learn how to operate
it.

Remix IDE offered the ability to develop and test smart contracts. But the default
blockchain test-net offered built-in in this tool does not enable the user to see the operations
undertaken in the blockchain level by the network. In order to be able to execute the
smart contracts in a blockchain test-net with all the operation information Ganache [3]
was used. This tool make it possible to create a local, custom blockchain transparent to
the user, that is, informations such as blocks information, mining information, individual
transaction information, errors logs, etc. One limitation of Ganache is that, at the time of

the development of this work, Ganache only accepts opcodes up to Solidity version 0.8.19.

This tools was useful for more in depth tests (see more in Annex B) in the
developed smart contracts. It is important to notice that not all of the smart contracts
implemented were tested in Ganache. The simple ones, such as the lead example of each
of the vulnerabilities, did not require this amount of information an the tests performed in

the Remix IDE were satisfactory enough.

The specifications of the project include a module that enables the user of the
database to execute his or her newly developed vulnerability detection tool in all the
database entries and compile the results in a specific directory chosen by the user. This
simple functionality was developed as a simple bash script. The development of this script
used the Notepad++ [10] text editor. This software offers a wide range of options for code
highlighting, which makes it easier to develop simple codes without the need of a full suite,
such as Visual Studio, or an advanced text editor, such as Visual Studio Code. No extra

package was used in Notepad+-+.

Lastly, an IA tool was chosen for the fast implementation of smart contracts with
minimized bias. The tool chosen for that was the GPT based chatGPT [17]. The selection
of this tool was based in the recent reviews of this newly developed AI tool and its focus
in code generation. It is important to notice that the author of this work is well aware of
the limitations of this kind of technology and thoroughly tested all the functionalities in
the smart contracts developed by chatGPT in order to assert that the code was developed

correctly. The author also analysed the output code for vulnerabilities.

An important aspect of the tools presented is that all of them are free. This aspect

was really important in order to avoid unnecessary costs in the development of this work.
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Besides that,avoiding proprietary software and tools make it easier to reproduce the this

work.

5.2 Database Construction

The first step in building the vulnerability database was to perform an in depth
review of the types of vulnerabilities already know to the scientific and developer com-
munities. As a scientific work, the performed survey focused in scientific papers. First,
the string solidity AND smart contract AND (vulnerability OR vulnerabilities OR bug
OR bugs) AND (survey OR review) were used in Google Scholar and Semantic Scholar
scientific search engines. The results were then narrowed down by eliminating non-survey
papers and by reading the remaining works abstracts. The selected works comprise the

survey papers pointed out in the references of this work.

After selecting and exterminating the survey papers, roughly three kinds of vul-
nerabilities were identified in the Ethereum blockchain environment [12] [28] [11]. Those

were:

1. Solidity language related issues: Those vulnerabilities arouse from the solidity
language itself, which is the programming language used to implement SCs in the
Ethereum network. This kinds of vulnerability include arithmetic bugs, gas related

issues inter-contractual calls and other logic bugs.

2. Ethereum VM related issues: Those vulnerabilities are closely related to the way
the Ethereum Virtual Machine operates. Those include the immutable characteristic
of the Ethereum blockchain (note that not all blockchain are inherently immutable.
Even the Ethereum network has already implemented the reversion of several blocks
due to "theDAO" attack back in 2016 [23] [2]) and issues related to Ethers lost during

a transfer.

3. Ethereum Blockchain Design related issues: Those vulnerabilities are related
to the mining policy adopted in the Ethereum network and the block related
variables that are available to the SCs. Besides that, this kind of vulnerabilities also
include possible external data feeds that could be harmful to the smart contract
correct execution. Examples of this vulnerability category are block timestamp and

transaction ordering dependency and untrustworthy external oracles.

The sub-types of vulnerabilities presented in the figure above were not considered

for the selection of vulnerabilities.

The vulnerability types selected from the three presented vulnerability kinds was

the Solidity language related issues and some of the Ethereum blockchain design related
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Figure 6 — The three types of vulnerabilities, as specified in [12]

issues. This choice is due to the close relationship that this kind of vulnerability has with
the implemented SC code. Ethereum blockchain design related issues have, in most cases,
some aspect that manifests itself in the SC code. The Ethereum VM issues were not
considered since this kind of vulnerability can hardly be detected in a SC code and mostly

occurs due to the Ethereum VM specificities during a transaction.

With the selection of which kind of vulnerabilities would be considered, the selection
of which vulnerabilities would be included took place. This task were achieved by identifying
vulnerabilities how were present in more then two thirds of the revised survey papers
with a cap of 10 vulnerabilities. This cap aimed to guarantee that the development of the
database would be smoothly and with the vulnerabilities examples would have the desired

quality given the project timeline.

The selected vulnerabilities were the following:

1. Call to Unknown: This kind of vulnerability is characterized by a call to another

SC, that is ether a "call" or a "delegatecall", to an external untrustworthy address.
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In that aspect every external call is deemed insecure and worthy of a warning, even
if the called address is defined by a supposedly trusted administrator of the SC. It is
important to remember that in a decentralized environment, in the user perspective,
most other users are to be considered untrustworthy. An example of this kind of

vulnerability is as follows:
% call_to_unknown_1.sol X

=0.7.0 -0.9.0;

Calling

call( .encodeWithSignature("func(uint256)", p

Figure 7 — Example of call to the unknown SC

Note that, in the line 11 of the code in figure 7, the SC executes a call to an address
given by an unknown user in the function CallU arguments. This is a typical example
of a call to the unknown vulnerability. The address that will be called by the function
is unknown to anyone except the user calling the function until the moment that

the SC function is executed.

2. Gas Costly Pattern: The gas costly pattern vulnerability is characterized by an
computational expansive pattern in the SC code. This complex execution fluxes
can result in a high gas fee to the function caller, even if the user service request
is simple, like the reading of an array element, an can even empower a malicious
agent to perform a denial of service in the SC by requesting unreasonable complex

operations.

This kind of bug is common in a vast array of applications and programming
languages, regardless of them having a relationship with blockchain technologies.
Many of the computational complex operation regard as gas costly patterns are
well known by the scientific and the developer communities. However, the Solidity
language have some specificities that are unique to it, such as the logging of events
in a transaction. For example, SC developers can log events during a transaction by
using the "log" or the "event" functions. The implementation of "log" is simpler, but

it has a bigger computational burden when compared to the "event" function.

In figure 8 one can notice the usage of two "for" structures (lines 62 and 76) in a
same function. Those functions perform a linear unstructured search in two different

arrays, products and clients respectively. "For" stances, specially in an unstructured
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% costly_pattern

Figure 8 — Example of gas costly pattern SC

manner, are highly unadvised due to they having a high computational cost. The
function "buyProduct" performs two of those operations, meaning that it is a perfect
example of an non-optimized, gas costly SC function. Lastly, iterating in an array
length, such as in the presented example, is a risky operation since many applications

do not have a direct control over a certain array size.

3. Gasless Send: Gasless send, a sub-group of the mishandled exception venerability
type, is a situation when an funds transfer fail without reverting the whole transaction.
The issue of not reverting an unsuccessful operation is that the gas payed for the
mining of the transaction is lost besides the possibility of spurious states in the SC
execution, which could lead to the unusability of the SC service. This vulnerability
arouse by the usage of low level functions, which are a class of functions in the
Solidity language that ensures the continuity of the transaction regardless of the

correct execution of the function. This functions offer a boolean return value that
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is true in case of a successful function execution and false otherwise. This return
parameter can be easily forgot during the SC implementation and make the contract

vulnerable.

wallet

OWner ;

addFund

Figure 9 — Example of gasless send SC

In figure 9 a simple example of this kind of vulnerability is presented. Note that
lines 19 and 25, of the "withdraw" and "transfer" functions respectively, implement
an Ether transfer using "address.send(value)", which is a low level function. The
return boolean of the ".send" function is not being used to revert the transaction in
case of a transfer failure of this function, which characterizes a typical gasless send

vulnerability.

4. Hash Collision: Hash collision is a situation where two distinct entries to a certain
hash function result in the same output. This situation represent serious problems to
hash dependant application such as message signing using hash functions. In a hash
collision scenario, an attacker could provide a valid, supposedly signed, malicious
entry to an application. This is the case in the Ethereum SCs environment as well.

The lines 20 and 21, in the "addUsers" function, in the code presented in figure 10
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represents a SC that accepts signed messages to add users. The users argument is

configured in the following way:
[[userl, user2, ...J,[adminl, admin2, ...]]

admins, [] regularUsers, signature)

.length; i++) {

Figure 10 — Example of Hash Collision Sign Verification SC

The acceptance of signed messages as valid is not an issue by itself. The vulnerability
emerges due to an ambiguity in a specific kind of in code signing process. Solidity
offers two functions to encode and sign data, which are "abi.encode(data)" and
'abi.encodePacked(data)". In the second case, as exemplified in lines 36, 39 and
42 of the "encode" function in figure 11, the functions perform a simplification
of the encoded data before encoding and signing it. In the case of invoking the
abi.encodePacked() function with the data stricture presented as argument for the
function in figure 10 the result would be equivalent to:

abi.encoded([userl, user?, ..., adminl, admin2, ...J)

If an attacker changes the arrays to the following:
[[userl, user2], [..., adminl, admin2, ...J]

The encoded data would be the same:

abi.encoded([userl, user?, ..., adminl, admin2, ...])

5. Mishandled Exception: The mishandled exception vulnerability is also a kind
of issue that is not specifically related to SCs, but could be present in any kind of
computational service. It is characterized by an error situation during the execution

of a transaction that is not handled properly and can result in lost of funds (such as
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if (mod
1
if(mode == 2

1
if(mode == 3

Figure 11 — Example of Hash Collision Signing SC

in the case of a gasless send) and inconsistent states of execution in the SC. This

kind of issue emerges with the usage of low level functions.

"Insufficient balance"

.send(_amount ) ;

Figure 12 — Example of Mishandled Exception SC

The example presented in figure 12 the vulnerability presents itself in the way way
as in a gasless send vulnerability. That is, a ".send" function is being used to transfer
Ethers from the SC to another address and accepts the transaction (does not reverse
it) regardless if the ethers transfer was successful. Another case that can result in a
mishandled exception is the ill implementation of the code in the "catch" statement

in an "trycatch" structure.

6. Overflow and Underflow: An overflow or underflow is a situation where a sum
(or subtraction) results in a value bigger (or smaller) than the one supported by the

used variable. This kind of vulnerability can result in ambiguous execution states
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and in the circumvent of time restrictions for transacting in a certain SC. The most

simple example possible for this kind of vulnerability is presented in figure 13.

Figure 13 — Example of Overflow SC

Note that, in line 3 of the code presented in figure 13, the Solidity compiler version
is set to 0.7.6, while other SC examples presented in this work use compiler versions
above 0.8.0. This is due to the fact that, beginning in Solidity version 0.8.0, overflow
and underflow situations are automatically considered exceptions an throw an error
that reverts the transaction instead of proceeding. Besides that, all SCs deployed
in the Ethereum mainnet that does not manually check for overflow and underflow

situations are prone to this kind of issue.

The situation is aggravated by the fact that Solidity offers a wide range of unsigned
integer sizes, beginning in "uint8", which is comprised of 8 bits, to "uint256", which
is comprised of 256 bits. To reduce gas costs in transacting with the SC, developers
usually set the unsigned integer to the lowest value thought to be necessary for the
SC application to perform correctly. This practice, besides justified and encouraged
when using Solidity version 0.8.0 or above, can make old SC particularly vulnerable

to this kind of issues.

7. Reentrancy: Reentrancy issues are one of the most famous kinds of vulnerabilities
present in Ethereum SCs. That is due to the fact that the "the DAO" attack, which
was cited in the 1 chapter, and result in the lost of more than US$320.000.000,00,
was due to a reentrancy vulnerability. This attack was a landmark for the research
of Ethereum SCs vulnerabilities and ways to try to tackle them because it drew a lot
of attention to the sum that was misappropriated and the decision of the Ethereum
community to revert all transactions that occurred after the attack in order to "undo"
the theft.

This vulnerability is due to a simple logic error in the implementation of transfer

functions in wallet SCs. The problem consists in transferring the funds in a transaction
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before updating the internal variable that represents the user balance, as is shown in
the lines 20 to 24 in figure 14. When a SC receives Ethers it can automatically run
arbitrary code in the so called "fallback" function. This enables the attacker SC to

call the function to withdraw funds again, before the balance value being updated.

The logic behind performing that way is due to the sense that a failed transfer could
result in an inconsistent state in the SC where a user end up losing funds due to
not receiving the fund of the transfer and having its balance updated. This is line of
thought comes from a developing mindset that is not compatible with a blockchain
SC environment. In an SC where a transfer fails and is correctly managed, all the

transaction is reversed, including the update to the balance value.

.sender.call{value: bal}("");

"Failed to send Ether");

(sent, B

.sender] = bhal - amount;

amount )

= amount);

to] += amount;
ount;

Figure 14 — Example of Reentrancy SC
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It is important to notice that the reentrancy vulnerability is usually due to the
transferring logic presented above together with the usage of the low level function
"call" for performing the funds transfer. Other transferring functions, such as "send"
and "transfer" usually avoid the problem, even if the transfer is being made before
the user balance update. This is due to the gas limit that those functions implement,
which is less then its needed to run any command in the fallback function of the
receiving SC. However, using those functions to keep transferring before updating

the user balance is ill advised.

8. Self-destruct Misuse: SCs in the Ethereum blockchain can make use of a function
called "self-destruct". This function essentially marks the SC as destroyed and makes
it impossible to call any of its functions. This function also transfer all Ethers stored
in the SC to a given address. The misuse of this function can result in two kinds of
vulnerabilities, one related with the call to the self-destruct function in a SC, and
another related to SCs that does not expect to receive values from "self-destructing'

contracts.

In the SC presented in figure 15 the self-destruct function, in line 27, occurs when a
user calls the "destroy" function. It is noticeable that any user can call this function,
which could result in a malicious or unintentional destruction of the SC. This means
a definitive denial of service to the service implemented by the SC until the owner
or another user decides to deploy a similar SC, and that all the funds in the SC will
be transferred to the "owner" address, regardless of the proposed fund management

of the SC.

Figure 16 presents a different kind of vulnerability related to the self-destruct function.
In this case, the SC implements a simple game where players are able to transfer the
sum of 1 ether to the SC. When a transfer results in the balance of the SC being
equal to 7, the player who did the last transaction is considered the winner receives
all the 7 ethers from the SC.

In this scenario, an ill-intended user of the Ethereum network could try to lock the
game in the EtherGame SC by transferring more than 7 Ethers to it. It is impossible
to do so by directly transferring Ethers to this SC since the receiving function
"deposit", in line 25, only accepts 1 ether per transaction. But if the user creates a
SC that receives more than 7 Ethers and "selfdestruct it" marking the EtherGame
SC as the receiver of the funds in his or hers SC, the EtherGame SC would be forced
to accept the transaction, and the game would end with no winner. That is, all the
Ethers deposit in this SC would be lost.

9. Tx.origin: This vulnerability is related to the usage of the tx.origin transaction
flag. This variable keeps the address of the account who started the transaction. The

misuse of this value as an equivalent to msg.sender, which is a flag that stores the
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simpleWallet{

owner ;

| balances;

owner = .sender ;

amount ;
.transfer(_ amount

(owner)

Figure 15 — Example of Self-destruct Unprotected Call SC

address of the caller of the latest action, could lead to serious security breaches in
the target SC restricted access functions. For this attack to work the attacker needs
to perform social engineering in the target SC administrators.

In the example presented in figure 17 the functions "withdrawFunds", "transferFunds'
and "transferOwnership" of the "Wallet" SC perform an identity check in the function
caller in the lines 18, 25 and 32 respectively. If an attacker tries to break the access
restriction in those functions by calling them directly he or she won’t have any

success. However, the attacker could try calling those functions indirectly.

Suppose the attacker develops an SC as the example presented in 18. This SC

references the Wallet SC in the "wallet" variable. The "awesomeFuntion' calls the
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10.

nce -= targetAmount

r

mount

- == winner,

) .balance

Figure 16 — Example of Unprepared for Self-destruct SC

withdrawFunds function in the Wallet SC with the value of 1 ether an transfer this
value to the owner of the attack (lines 50 and 51 respectively). In this scenario, the
msg.sender flag of the transaction will be the address of the "CoolService" SC, while
the tx.origin flag will be the address of the account who called the "awesomeFuntion".
If the attacker could successfully convince one of the Wallet SC users to call the
awesomeFunction in his or hers SC, the tx.origin flag would the the address of this

user and the attack would be successful.

Weak rand: Random numbers generation is an important step in many computa-
tional operations. In Ethereum SC random number also play an important role in
many situations. As in other computational applications, a good sources of entropy

are scarce in the Ethereum environment. To tackle that issue a random number
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Figure 17 — Example tx.origin SC

Figure 18 — Example tx.origin attack SC



Chapter 5. Development 42

sourced from a high entropy source is used as the 256 bits seed to the build-in keccak
random number generator. Keccak is a proven random number generation algorithm
that is widely used in many computational areas. The vulnerability arouses when the
seed to the keccak algorithm comes from a low entropy source or can be manipulated

by a third party.

- == manager, "Only the n

ent amount sent to buy tickets");

random( )

Figure 19 — Example Weak Rand SC

The SC presented in figure 19 is a simple lottery application that generates a weak
random number. The keccak function, in line 30, receives the block.timestamp and
an iterator as seed. The block.timestamp variable is the timestamp of the signed
block where the transaction is located in the Ethereum chain. This value can be
tempered by the transaction miner, who has the ability to mine a certain block in
a 900 milliseconds window. The developer of this SC also added an iterator to the
block.timestamp seed in order to get an increased entropy. However, note that the
iterator is updated only when a winner is selected, in line 41 of the "picWinner'
function. That is, during a same game in this lottery SC, the random generator
entropy source will be only that of the block.timestamp variable. This is a typical

scenario of a weak random number generation.
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After the selection of which vulnerabilities would be included in the constructed
database, another literature review took place in order to provide an overview of the
construction methods that were being used to validate, compare and review SC vulnerability
detection tools capabilities. The papers were selected by searching Google Scholar and
Semantic Scholar with the following search strings: solidity AND ("validation database’
OR 'dataset” OR 'datasets") AND (vulnerability OR vulnerabilities OR bug OR bugs)
AND "Automated Analysis Tools" and solidity AND "smart contract” AND "vulnerability
detection tool". From the presented results, 50 papers were selected by only inspecting the

title. From those 50, a further selection was undertaken based on the papers abstract.

The selected papers were vulnerability detection tools reviews and vulnerability
detection tools. The focus in the analysis of those papers were in the technique used to
test vulnerabilities detection tools, particularly the construction of the test database in

each case. The results of this literature review were already presented in the 2 chapter.

After the selection of the 10 vulnerability kinds and the literature review aimed at
validation database construction methods, the database implementation took place. This

implementation followed the henceforth steps:

5.2.1 Lead Example

The first step in the database construction process was the implementation of a
SC that contains one of the selected vulnerabilities. This SC only included the functions
needed to implement the selected vulnerability and was used as the main reference for the
implementation of the vulnerability variations. Another important function of implementing
an SC that included only the vulnerability was to help this work author to understand
each of the studied vulnerabilities and have the opportunity to inspect the exploitation of
those issues. This contracts are also intended to be used as a minimum baseline for the

detection tools tests and validation.

It is important to notice that this lead example of each vulnerability was not
necessarily developed specifically for this study or by the research authors. Some of the
works reviewed brought examples of the vulnerability analyzed. When these example were
tested and proved functional (older works utilized outdated solidity implementations) they

ware added without any modifications and the source was properly identified as a comment
in the SC .sol file.

5.2.2 Variations Implementations

With a good lead example for reference, more SCs with variations of the vulnerability
were implemented. Those contracts added other functionalities to the lead example. The

new functionalities could be related to the vulnerability or not. For example, a wallet



Chapter 5. Development 44

contract with a reentrancy vulnerability could have an added functionality that enables
the user to view his or her value invested in the contract. This functionality is not related

to the core function of the vulnerability.

The following variations were considered as having an influence in the way the

vulnerability works:

1. Line Order Exchange: The first and most simple variation in a vulnerable code
itself is changing of the position of the lines that implement the vulnerability or the
location o the vulnerability in the function itself. Most of the vulnerabilities present
in the database have undergone this kind of variation. One example of this technique,
in the case of a tx.origin vulnerability, would be to perform the identity check at the

end or in the middle of the function, instead of in the start of it, as its usually done.

2. Conditional Exploitation: Another kind of variation considered was the imple-
mentation of a SC that, in a same function or service provided, only presented itself
if a specific set of conditions were met. One example of this kind of variations can
be observed in the hash collision vulnerability. Only the abi.encodePacked encoding
and signing function is vulnerable to hash collision due to ambiguity. However, a
function can be implemented to encode data for several reasons, and the user can
have the ability to choose which encoding mechanism he or she wants. In that case,
the vulnerability would only be noted, in terms of execution, when the user selects

the abi.encodePacked function as the encoding method.

3. Vulnerable Service "Modularization": Another variation considered in a vul-
nerability exploitation was the implementation of the vulnerability in a different
function. In the case of the tx.origin vulnerability, that would mean that the caller
verification would be done in a separate function or in a modifier, which is a specific

kind of function in Ethereum SCs that is usually used to check any kind of data.

4. Similar Vulnerability Implementation: One of the most important kind of
vulnerability variation that was considered, similar implementations consists in
modifying the specific lines that implement a vulnerability. For example, in the
case of an external call to the unknown, most of the examples presented in the
literature consist of the "call" function. However, Solidity also implements a similar
function called "delegatecall". The difference between the two is the the latter calls
the external code in the same context as the caller SC. That is, the caller can access
and change the state of the caller SC.

Another important example of this kind of vulnerability variation presents itself in
the mishandled exception vulnerability. Most examples presented in the literature

consider a mishandled exception situations where the SC code ether ignores or does



Chapter 5. Development 45

not deal correctly with a low level function return call. However, for more general
external calls exception handling, Solidity also provides a try/catch stance. The

ill-implementation of the catch stance can also be considered a mishandled exception.

It is important to notice that not all the vulnerabilities considered are prone to all
of the variations presented above. Besides that, when possible, multiple variations were
implemented at once in order to configure a greater variation from the usual cases. The
usage of other implementation methods, such as the generative Al, also contributed to

adding variations to each of the vulnerabilities implementation variations.

The importance of performing this step were to obtain a database that truly
implements real life applications of SC. Besides that, adopting this step in the developments
adds to the challenge that the database presents to the tested vulnerability detection tool.

This enables the user of the database to perform a most accurate test of the tool.

5.2.3 |A Assisted Implementation

Lastly, the selected GPT based tool was used to assist the implementation of
more variations of each of the vulnerabilities. It is important to notice that the generated
codes were not added to the database as they were implemented by the Al tool. The
author have modified every generated code in order to guarantee its functionalities and
the vulnerability exploitability. The implementation of examples using the Al tool was

based in the following steps:

1. Potential Threats: First, a query was generated asking the tool about the kinds of
threats that a certain vulnerability offered to different SCs applications. That is, the
functionalities that could be affected by the vulnerability (based in the knowledge of
the AI tool) were listed. This list was then filtered by the author in order to avoid
results that could characterize an Al daydream. An Al daydream is a situation were
an generative Al tool generates a result unrelated to the user query. This situation

result from several reasons and can’t be avoided completely.

2. Threat Example: After the enumeration of potential threats to possible Smart
Contract functionalities and their filtration, two of them were selected to be imple-
mented. This implementation consisted in querying a request for the Al tool of an
example of the given vulnerability in an Smart Contract in a way the its is possible

to observe the selected threat.

3. Modification of Generated Code: The code generated by the GPT based tool
usually contained inconvenient characteristics, such as over simplistic SCs, Scs that
did not contain the requested vulnerability and faulty code. That prompted the
author to modify the generated codes in order to attain higher quality SCs.
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In all the modifications the original functionality of the SC requested to the Al tool
was preserved. Modifications only modified the implementation and added other

functionalities that complemented the target functionality generated.
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Figure 20 — SCs Implementation Workflow

5.2.4 Addition of Externally Implemented Smart Contracts

The main third party vulnerable, labeled, SC source selected was the one presented
in the [6] work. This database already compile many other small databases and potentially
presents greatly accurate labels since it was specifically curated for a scientific work.
Besides that, some vulnerability detection tools that present a labeled example database
were also included. The selected vulnerability detection tools that offered such database
and were selected were [22], [4], [21] and [16].

Some of the additions from external SC databases were examples of vulnerabilities
that were not part of the 10 selected vulnerabilities of the constructed database. This
SCs were also included in the database in a separate directory called "others". When
the automation module is called for the autonomous usage of the database, the results
regarding this folder is also presented separately from the other SCs results.

It is noticeable that all of the third party SCs the were added to the database were
from Solidity version 0.4.x, were "x" represents an arbitrary version. In order to keep the
consistency of the database with the specification of implementing SCs with the latest
Solidity version at the time of the development of this work, all the SCs that were not

added to the "other" classification were updated to be compatible with Solidity version
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0.8.19. The exclusion of the SCs that were not included in the 10 selected vulnerabilities

presented in the update process were due to the time constrains.

At the end of this step, the developed database comprised 182 SCs, from which 50
were developed specifically for this work, 77 were added in the selected vulnerabilities and
55 were added as "others". The database itself already points to a gap in balance of the
databases already developed since more than 53% of the added SCs that were not tagged
as "others" were only from one kind of vulnerability (Over/Underflow). It is important to

keep in mind this unbalance when using the presented database.

Database Composition

Source Call to Uknown | Constly Pattern | Gasless Send
Manual 3 3 3
GPT 2 2 2
Curated [6] 0 2 4
Mythril [4] 1 2 0
SmartCheck [21] || 0 0 0
HoneyBadger 0 0 0
22]

Manticore [16] 0 0 0
TOTAL 6 9 9

Table 1 — Number of each Vulnerability in The Database by Source (Part 1)

Database Composition

Source Hash Collision Mishandled Ex- | Over/Underflow
ception

Manual 2 3 3
GPT 1 3 2
Curated [6] 0 1 15
Mythril [4] 0 2 0
SmartCheck [21] || 0 0 0
HoneyBadger 0 0 0
[22]
Manticore [16] 0 0 21
TOTAL 3 9 41

Table 2 — Number of each Vulnerability in The Database by Source (Part 1)

5.2.5 Database Smart Contracts Labeling

The labeling was undertaken before and during the development of each of the
database’s SCs. Before the start of the implementation of a certain SC it was decided
which functionality the SC would have and which vulnerability would be present. During

the development of the SC the vulnerability label was added as soon as the vulnerability
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Database Composition
Source Reentrancy Selfdestruct TX.origin
Manual 3 3 3
GPT 2 2 2
Curated [6] 10 0 2
Mythril [4] 1 2 1
SmartCheck [21] || 0 0 2
HoneyBadger 0 0 0
22)
Manticore [16] 1 0 0
TOTAL 17 7 10

Table 3 — Number of each Vulnerability in The Database by Source (Part 1)

Database Composition
Source Weak Random Others
Manual 4 0
GPT 2 0
Curated [6] 9 25
Mythril [4] 1 2
SmartCheck [6] || O 0
HoneyBadger [6] || 0 0
Manticore [6] 0 28
TOTAL 16 55

Table 4 — Number of each Vulnerability in The Database by Source (Part 1)

itself was implemented in the SC. This strategy guarantees that the labeled vulnerabilities
in all the SC in the database have 100% accuracy considering the Solidity version during

the time of development.

It is important to notice that all the SCs in the database are prone to having
unlabeled vulnerabilities in addition to those that were labeled. The labeling step took
into account the focus vulnerability who was considered during the development of each
specific SC.

The labels were consolidated as a JSON file. The structure adopted to the organiza-
tion of this file was a label for all the file content; a label for each of the 10 vulnerabilities
present in the database; two labels for each vulnerability, representing the SCs that were
manually developed and the ones that were developed with Al assistance; a list of the
files from each vulnerability, implemented in a specific way (manual or GPT) with the
information regarding the file name and the name of the SC implemented in the specified
file; a list of vulnerabilities for each SC with the information of the function where each
vulnerability is located, the code line and the severity of the vulnerability. In figure 21
presents the vulnerability label for the file "call-to-unknown-1.sol", which is the file that

implements the code in figure 7.
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1 =l

2 = “datasetLabels™ {

3 = “call_to_uknown" : {

4 = "Manual” : [

5k {

B “fileMame” : "call_to_uknown_1.sol",
[} “contractName” : "Calling”,

8 = “vulnerabilities” : [{

g “function” : "calll”,

0 “line” -

L]

"severity” : "high"

1

|
(o5 L
I

i ].,
Figure 21 — JSON file configuration

5.3 Automation Module Implementation

The automation module of the database enables the user to execute a certain
vulnerability detection tool in all the implemented SCs automatically, that is, without
the need to the user to execute the command to call his or hers vulnerability detection
tool in every one of the SCs in the database manually. The implementation consisted in
a simple bash code that reads a string that takes as argument the calling code to the
vulnerability detection tool with all its required arguments and the output directory to
the tool reports. The script then executes the desired vulnerability detection tool in all
the SCs in the database and consolidates all the reports in a directory selected by the user,

as explained in chapter 4. The resulting script is presented in figure 22.

A bash code is a type of file in Linux systems that enables the caller to run the
command lines written in the code automatically in the Linux terminal. To call the script
the user only need to type in the command terminal the following line:

.run-on-database.sh -c¢ "emd with args" -o output/directory -j

In the command line presented above the following elements can be identified:

1. .run-on-database.sh: this element calls the script in the "run-on-database.sh" file

2. -c "cmd with args": the flag "-¢" indicates that everything inside the quotes will
be interpreted as the command to call the vulnerability detection tool that the
users wants to run in all the SCs of the database. The calling command for the tool
should include all the tool flags that the user wants to use in the execution, and the
place were the user text the smart contract name in the tool command should be
substituted with a "%sc". This symbol will be inform the script were the SC name

should be inserted in the detection tool command line.
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#l/bin/bash

usage() {
echo "§(basename "$0") [ ‘command’ -o out_dir 4]"
exit;

}

out_file_type="txt"
while getopts e o:j flag; do
case "&{flag]” in
c) cummand ${OPTARG}:;
o) outdir=S{OPTARG]::
i) out_file_type="json";;
?) usage;;
esac
done
Tif[ -z "$command}" ] |1 [ -z "H{outdir}" J; then

usage

[ S

2 D00 =]

[T

[l =
=== Y

[ =

1 if[1-d J: then
22 mkdir |
23 fi

25 vulnerabilities=5%(Is Base)

26 Elfor \rulnerability in :do

27 printf "\nAnalyzing files on vulnerability: $wulnerabilityin”

28 development_ types (s Basefﬁvulnerablllty}

29 —| for development_type in ;do
E contracts=5(ls Baseiﬁ\.rulnerabllltyfﬁdevelopment type)
— for contract in ; do

32 Dut_f|le_name=$[\rulnerab|||ty}_$[develupment_type}_$[c:nntract%_"}.$[am_ﬁle_type}

33 run_instruction=5(echo Scommand | sed "s/%sc/Basel/${vulnerability}/${development_type}\${contract}/g”)
34 run_instruction="%run_instruction”

35 echo "Analyzing contract $contract with command: $run_instruction”

36 > Bfoutdir)/S{out file"name] 2> /devinull

37 - done

38 - done

39 “done

Figure 22 — Bash Code that Implements the Automation Module

3. -0 output/directory: the flag "-0" indicates that the following string will be
interpreted as the output directory where the user wants to compile all the execution
reports that the vulnerability detection tool generates. All the output files follow
same convention: SCFileName-Manual GPT.txt. Note that the output is a text file.

4. -j : the flag "-j" is an optional flag that indicates that the detection tool output will
follow the JSON format and should be identified as such. In the presence of this
flags all the output files will be JSON files (.json) and will continue to follow the

same name convention as specified for the text files in the item above.

In order to enhance the user usability, a simple help menu was also implemented
and is shown as a result of any incorrect call to the script. Besides that, all the steps
undertaken automatically by the script are printed in the command terminal aiming to
guarantee that the user is aware of every step undertaken. In figure 23 and example of
the output generated by the automation script is presented. In this case, the vulnerability

detection tool selected for an automatic test in the database was SmartCheck [21].
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Iryan, 1-virtual-machine: .frun_on_database.sh -c "smartcheck -p % -0 salda

Analyzing files on vulnerability: call_to_uknown

Analyzing contract call_to_unknow_4.sol with command: smartcheck -p Base/call_to_uknown/6PT/call_to_unknow_4.sol
Analyzing call_to_unknow_5.sol with command:

Analyzing 1. command:

Analyzing t o_unknown_2.s i ommand :

2.
Analyzing contra call_to_unknown_3.50l with command:

Analyzing files on vulnerability: costly_pattern

Analyzing sol with command:

Analyzing tly_pattern_5.sol with command: " stly_pattern/GPT/costly_

Analyzing tly_pattern_1.sol with command: " ostly_pattern/Manual/cost

Analyzing tly_pattern_2.sol with command: ostly_pattern/Manval/costly_pat
Analyzing contra .50l with command: tly_pattern/Manual/costly_pattern_

Analyzing files on vulnerability: gasless_send

Analyzing " gasless_send_4.sol with command:

Analyzing t gasless_send_5. i mmand : ) -p Base/gasless_send/GPT/gasless_send_5.sol
Analyzing t gasless_send_1. h command: " -p Base/gasless_send/Manual/gasless_send_1.sol
Analyzing gasless_send_2.sol with command: -p Base/gasless_send/Manual/gasless_send_2.sol
Analyzing gasless_send_3.sol with command: smartcheck -p Base/gasless_send/Manual/gasless_send_3.sol
Analyzing vulnerability: hash_collision

Analyzing t collision_3.sol with command: smartcheck -p Base/hash_collision/6PT/hash_collision_3.sol
Analyzing t ollision_1.sol with command: smar ¢ -p Base/hash_collision/Manual/hash lision_1.sol
Analyzing contract hash_collision_2.sol with command: smartcheck -p Base/hash_collision/Manual/hash_collision_2.sol

|Analyzing files on vulnerability: mishandled_exception

Figure 23 — Example of Automatic Usage of the Database Using SmartCheck

5.4 Tests and Evaluation

One of the most important steps in any system development is the testing of the
implemented functionalities. The developed database was tested in two different ways.
The first one considered the implementation of each of the SCs individually and its of

their functionalities. The tests undertook were the following:

1. Compilation: The smart contract were compiled using the Remix IDE. The IDE
offers a comprehensive analysis of the code besides simple logic checks before com-
piling it, such as the results of Slither, a vulnerability detection tool that is well
regarded in the scientific community. Besides that, this platform offers warnings for
situations that does not prevent compilation but could result in execution issues,
such as deprecated code, unused local variables and incorrect or inconsistent function
visibility.

Every smart contract was modified until no errors were reported by the platform
using the latest Solidity version compatible with Ganache, which was 0.8.19. The
modifications also sought to resolve most warnings, but no all of them. The reason
for that is that some of the vulnerabilities and its side-effects in the SC code are
already know in the community and therefor marked in the code as warnings. It is
important to notice that, in the case of Gasless Send vulnerabilities, the compilation

used Solidity version 0.7.6.

2. Vulnerability Exploitability: After all errors and non-related warnings were

resolved, the vulnerability was tested in order to guarantee that it was exploitable.
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That included the correct implementation of the vulnerability and a logical situation
that permitted the vulnerability to induce unwanted behavior in the SC. For example,
an reentrancy vulnerability for funds transfer is only usefully, in terms of its maleficent
usage, in wallet SCs that receives ethers from many different user. In this scenario a
wallet implemented for the usage of a single user would be considered a logical error

in the vulnerability implementation.

The tests were undertaken in both, the test environment build-in in the Remix-IDE
and in a tailor made local blockchain configured in the Ganache testing tool. The
test followed a unitary test strategy were all possible input were tested in order
to ensure the vulnerability usability. Multiple scenarios were also tested in order
to observe how the vulnerability would affect the SC execution. Those scenarios

included, for example, invalid requests.

3. Side Functions: The DAPPScan [27] work pointed out that that many of the test
databases constructed specifically for testing vulnerability detection tools comprised
of the so called "toy smart Contracts'. The authors defined those as simple SCs
that included the basic functions needed to observe the vulnerability in action. The
authors pointed that this simple SCs have few to none real world application and
does not represent the real world applications that the SCs are usually for. In order to
avoid the problems pointed in the cited work, all the SCs in the database implement

a common real world application.

Because of that, all other functions in each of the SCs, besides the ones affected by
the vulnerability that the SC implements, were tested in order to guarantee their
functionality. This test aimed to assert that the SCs really implemented the desired

real life application and could henceforth be considered examples of real life SCs.

All the SCs included in the were able to pass all the specified tests presented above

and were then deemed with sufficient quality to be considered as part of the database.

Before conducting the cited tests in each of the SCs, a second test were undertook.
The second test aimed to ensure that all of the SCs in the database could be swept
by vulnerability detection tools and that the automation script developed was working
correctly. Besides the automation script functionality check, this test, in the context of the
two database test framework presented by [6], would assert that the database could be

considered the small, simple and highly accurately labeled database presented in the work.

This test consisted in selecting two vulnerability detection tools, one static and
another dynamic, and to observe the output generated by both of them when the automatic
script was called with each one of them. The tools selected were SmartCheck (static)
[21], due to its simplicity and fast execution, and Mythril (dynamic) [4], due to its active

development community and wide range of detected vulnerabilities. The test was considered
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successful when both tools were able to generate valid output reports for all the SCs in
the database. It is important to notice that a valid output does not necessarily means
a correct output. That is, the stopping criteria of the test considered as valid outputs

non-black reports and the absence of error messages.
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6 Final Considerations

6.1 Conclusions

The main objective of this work, which was the development of a simple, accurately
labeled vulnerable SC database, that was representative of the real life applications of
Ethereum SCs, was successfully achieved. The developed database also demonstrated
the desired characteristic of being able to be correctly scanned by both, static and
dynamic vulnerability detection tools, regardless of the tools ability to correctly identify
the vulnerabilities presented in the database. This important characteristic enables the the
presented database to be used as a simple benchmark in evaluating vulnerability detection
tools detection capabilities in regards to the vulnerabilities footprint in a Solidity SC in a

simplified environment.

The main difficulties noticed during the development of the database were the

fallowing:

1. The quality of the SCs implemented by generative Al was poorer then expected. All
the SC that were automatically generated were thoroughly reviewed, as explained in
chapter 5. However, many SCs generated by the GPT based Al were only partially
functional or presented a vulnerability who was not exploitable. In rare cases, the
output ignored the part of the query asking for a vulnerable SC. This resulted in
a greater then expected time reviewing and rewriting entire portion of the SCs

generated.

There are two main reasons identified as the root cause of this issues when imple-
menting vulnerable SCs via generative Al. Firstly, the chosen Al is likely trained to
avoid generating any programming code that can be harmful in any way, specially if
the query ask specifically to generate a vulnerable code. The second reason is the
limitations of the language recognising mechanism of the chosen generative Al as

well as the possibility of the queries being inaccurate or mildly accurate.

2. Blockchain technologies, such as SCs, are experiencing the effects of the so called
hype cycle. This phenomenon is an observed reaction from developers, scientists
and users regarding the adoption of a certain technology. Developed by Gartner
Company, the hype cycle of any technology is divided into five regions. Particularly,
Gartner identifies one of this regions as the so called "Peak of Inflated Expectations",

which corresponds to a great volume of adoption of the technology even if the
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environment were the technology is being applied does not have a direct relation

with the technologies real capabilities.

According to Gartner, in 2019, SCs (figure 24) were in the "peak of inflated expec-
tations". Despute the wide adoption of this technology at this point, the spread of
information regarding SCs functionalities, capabilities, vulnerabilities and security
mechanism was occurring in a fast, unorganized pace. This resulted in a great deal
of information regarding SCs vulnerabilities being generated without the academic

formalism, which resulted in many non-scientific sources of information.
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Figure 24 — Blockchain Hype in 2019

Regarding that aspect, filtering high quality information was a challenging task.
Besides that, some vulnerabilities are not yet fully characterized in the scientific
literature. In the scope of this work, the author decided to consider only information
that was corroborated by scientific works, with the exception of Mythril vulnerability
detection tool. This exception is due to this tool being the result of the work of
ConsenSys, a well know SC audition company, and being consistently updated by
the developed community . This choice limited the amount of information who was

taken into account during the development of this work.
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6.2 Contributions

The most important contribution to the research area comprised of the development
and validation of vulnerabilities detection tools is the database itself. As noted in [6] and
to the knowledge of the author of this work there is no other database that was developed
specifically for vulnerability detection tool validation following the method adopted in the

development of this work.

It is important to notice that the development of all the smart contracts were
made by the author of this work. Some code pieces from external sources, such as internet
articles and github repositories, were also used and are all identified in the SC code as
a comment. That is, the corresponding piece that was taken from an external source is

labeled as such and the source is also provided.

As its noticed by [27], much of the vulnerability detection tools of Ethereum SCs
are not able to be executed in complex scenarios, such as a complete DApp comprised of
several interconnected SCs, internal and external libraries. As much as a setback as that

is, [6] points that a complete validation should follow the following steps:

1. First, the vulnerability detection tool should be tested in a simplified environment.
That is a database comprised of SCs that does not have many dependencies and
complex execution fluxes, but have their vulnerabilities labeled a priori and with a

high degree of certainty.

2. Then, the detection tool should be tested in a second database, this time comprised
of real life SCs extracted from the Ethereum mainnet. The second database is not
labeled and the results of the tested vulnerability detection tool should be analyzed

in terms of false positives as in [6].

This project proposes the usage of the presented database as the simple a priori
labeled test database and any other wide, real life, unlabeled SC database. That is, the
same steps undertook in the [6] work should be taken using the presented database as the
set of labeled SCs. Besides that, since the database will be made public, the author of
this work invites all interested researchers and developers to contribute with the database,
since paving the ground for future surveys and improvements in the state of the art in

vulnerability detection tools.

6.3 Future Works

After the development of this work many new possible research paths were identified

as worthy of investigation. The corresponding future research opportunities are:
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Real Life SC

Q Databse
@EEE

Results Repository A Results Repository B

Figure 25 — Proposed Workflow for Vulnerability Detection Tool Validation

1. The further development of the constructed database, prior to its expansion, would
be a worthy endeavour. Tasks identified as possible future steps include the labeling
of other vulnerabilities in the database, besides the focus ones; the update of the
SCs deemed "other"; the standardization of the vulnerabilities names according to

preferably [1].

2. The developed smart contract database represents only ten types of vulnerabilities.
According to the Smart Contract Weakness Classification Repository, there were
over 30 types of vulnerabilities already know to the developer community in the time
of the development of this work. It is important to notice that new vulnerabilities
are being discovered as time passes. Therefor, expanding the database representative
of vulnerabilities by adding other types of vulnerabilities that were not yet included

is worthy endeavour for future development.

3. Since the developed database adopted a new method of implementation, it would be
reasonable to conduct a survey of the current state of the art vulnerability detection
tools capabilities using the database. The survey, together with other surveys already
present in the literature, would enable the scientific community to have a broader

view of the current state of the art.
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Figure 26 — Example of the RemixIDE developer interface
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DEPLOY & RUN TRANSACTIONS

Remix WM (Shanghai)

Remix

Remix VM (Merge)
Remix VM (London)
Remix VM (Berlin)

Remix VM - Mainnet fork

Custom - External Http Provider

Dev - Hardhat Provider

Currently you have no contract

instances to interact with.

Figure 27 — RemixIDE Ethereum Execution Environments
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function.

Figure 28 — RemixIDE Supported Compiler Versions (Incomplete) Sample
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DEPLOY & RUN TRANSACTIONS

.sender]]

At Address

Figure 29 — Example the Deployment of a SC in the Shanghai Test Environment

DEPLOY & RUN TRANSACTIONS

Publish to IPFS

At Address

[vn] from

Figure 30 — RemixIDE Connected to a Locally Genereted Ganache Testnet
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DEPLOY & RUN TRANSACTIONS
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sender]]

At Address

[block:4 txIndex:-] from

Figure 31 — Example the Deployment of a SC in the Local Ganache Testnet
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- Ganache - 0 %

MINING STATUS WORKSPACE
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§ PRICE GAS LMIT HARDFORK NETWORK ID
20000000000 6721975 MERGE 777

MNEMONIC HD PATH
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ADDRESS BALANCE TX COUNT INDEX
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Figure 32 — Example of Locally Created Testnet Accounts
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(38) BLocks

GAS PRICE GAS LiMIT HARDFORK NETWORK ID c MINING STATUS W CE
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BLOCK MINED ON GAS USED
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2 2023-11-23 17:44:27 3080000
BLOCK MINED ON G6AS USED
1 2023-11-23 17:43:34 3000080
BLOCK. MINED ON GAS USED -
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Figure 33 — Example of Blocks Generated by Interacting with the Ganache Testnet

LM HARDFORK NETW MINING STATUS

CURRENT BLOCK GAS PRICE X 1D C WORKSPACE
4 20000000000 21975 MERGE 5777 0. AUTOMINING SOLID-CLOCKS

-k BLOCK 4
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9x68b852938bb4629d617b78711Fe8799cd720926bd93148583bb1fb9a877c738¢ SR
FROM ADDRESS CREATED CONTRACT ADDRESS GAS USED VALUE
8x8Beb493Daa9FD69Bdd7 194 cE2b44AL24AB56Ffe5 OxBObE9OE35E26378bfE454382dDabA082bsecd2DO 308313 8

Figure 34 — Example of Block Content in the Ganache Testnet
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Figure 35 — Example of Transaction Content in the Ganache Testnet
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